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Abstract. There is an increasing need of methodologies and software tools
that ease the development of applications where distributed heterogeneous
entities can participate. Multi-agent systems, and electronic institutions in
particular, can play a main role on the development of this type of systems.
Electronic institutions define the rules of the game in agent societies, by fixing
what agents are permitted and forbidden to do and under what circumstances.
The goal of this paper is to introduce an integrated development environment
that supports the engineering of electronic institutions.
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1. Introduction

Multi agent systems (MAS) are systems composed of autonomous agents which
interact in order to satisfy their common and/or individual goals. A main fea-
ture of MAS is that the communication occurs at knowledge level and that they
use flexible and complex interactions among their components. Thus, the design
and development of MAS suffer from all the problems associated to the develop-
ment of distributed concurrent systems and the additional problems which arise
from having flexible and complex interactions among autonomous entities [12].
The complexity of designing multi-agent systems increases when we focus on open
systems [10]. Open multi agent systems are those in which the participants are
unknown in advance and can change over time. These systems are populated by
heterogeneous agents, generally developed by different people using different lan-
guages and architectures, representing different parties, and acting to maximise
their own utility. In order to cope with these problems appropriate methodologies
that allow the analysis and design of agent systems and software tools that support
their development life cycle are needed [12, 11].
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Human societies successfully deal with similar issues by deploying institu-
tions [16] that establish how interactions of a certain sort will and must be struc-
tured within an organization. Institutions represent the rules of the game in a
society, including any (formal or informal) form of constraint that human be-
ings devise to shape human interaction. Therefore, they are the framework within
which human interaction takes place, defining what individuals are forbidden and
permitted and under what conditions. Furthermore, human institutions not only
structure human interactions but also enforce individual and social behaviour by
obliging everybody to act according to the norms.

Hence, we advocate for the introduction of their electronic counterpart, namely
electronic institutions (EIs) [15, 19, 6], to establish the rules of the game in agent
societies. An EI defines a set of artificial constraints that articulate agent inter-
actions, defining what they are permitted and forbidden to do. An EI defines
a normative environment where heterogeneous (human and software) agents can
participate by playing different roles and can interact by means of speech acts [22].
Our actual experience in the deployment of actual-world MAS as EIs [20, 4] allow
us to defend the validity of this approach. Notice though, that as noted in [6, 19] we
believe that engineers need to be supported by well-founded tools. Hence, in this
paper we introduce an integrated development environment for Els that supports
engineers through all the stages of the design and development of MAS.

As a case study we will use through this paper the Double Auction Market [8].
In this institution trader agents participate for selling and buying different com-
modities. The institution offers participating traders a brokering service in which
trader agents can register which commodities they are interested on selling and
buying. Therefore, when there are some trader agents interested in one commodity
the institution realises a double auction to facilitate the trading.

The paper is structured as follows. In section 2 we describe the components of
our EI model. From section 3 to 7 we outline the different stages for engineering Els
and how the different software tools that we have developed support them. Finally,
in sections 8 and 9 we describe the related work and draw some conclusions.

2. Electronic Institutions. Fundamental Concepts

In this section we present a short description of electronic institutions (for further
details refer to [15, 19, 6]). To define an electronic institution it is necessary to de-
fine a common language that allows agents to exchange information, the activities
that agents may do within the institution and the consequences of their actions.
Our model of electronic institutions is based on four principal elements: a dialog-
ical framework, a set of scenes, a performative structure, and a set of normative
rules.

The dialogical framework defines the valid illocutions that agents can ex-
change and the participant roles as well as their relationship. By sharing a dia-
logical framework, we enable heterogeneous agents to exchange knowledge with
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other agents. In the most general case, each agent immersed in a multi-agent en-
vironment is endowed with its own inner language and ontology. In order to allow
agents to successfully interact with other agents we must address the fundamen-
tal issue of putting their languages and ontologies in relation. For this purpose
we propose that agents share what we call the dialogical framework. Els establish
the acceptable illocutions by defining the ontology (vocabulary) —the common
language to represent the “world”— and the common language for communica-
tion and knowledge representation. Moreover, the dialogical framework defines the
possible participating roles within the EI and the relationships among them. Each
role defines a pattern of behaviour within the institution, and any agent within an
institution is required to adopt some of them. The identification and regulation
of roles is considered as part of the formalisation process of any organisation [21].
In the context of an EI, we distinguish between two types of roles: internal and
external. The internal roles can only be played by what we call staff agents, i.e. the
agents that belong to the institution. We can regard them as the electronic version
of the workers in human institutions. Since an institution delegates its services and
duties to the internal roles, an external agent can never play an internal role.

The activities in an electronic institution are the composition of multiple,
distinct, possibly concurrent, dialogic activities, each one involving different groups
of agents playing different roles. For each activity, interactions between agents are
articulated through agents group meetings, which we call scenes, that follow well-
defined communication protocols. In fact, no agent interaction within an EI takes
place out of the context of a scene. We consider the protocol of each scene to model
the possible dialogic interactions between roles. In other words, scene protocols
are patterns of multi-role conversation. Then, they can be multiply instantiated
by different groups of agents. A distinguishing feature of scenes is that they allow
agents, depending on their role, either to enter or to leave a scene at some particular
moments(states) of an ongoing conversation.

A scene protocol is specified by a directed graph whose nodes represent the
different states of the conversation and the arcs are labelled with illocution schemes
or timeouts that make the conversation state evolve. Thus, at each point of the
conversation, it is defined what can be said, by whom and to whom. As we want
the protocol to be generic, state transitions cannot be labelled by grounded il-
locutions, instead illocution schemes have to be used, where, at least, the terms
referring to agents and time must be variables while the other terms can be vari-
ables or constants. Thus, the protocol is independent of concrete agents and time
instants. Moreover, arcs labelled with illocution schemes can have some constraints
associated which impose restrictions on the valid illocutions and on the paths that
the conversation can follow. This allows, for instance, to specify that in an auction
scene following the English auction protocol, buyers’ bids must be always greater
than the last submitted bid.

While a scene models a particular multi-agent dialogic activity, more complex
activities can be specified by establishing relationships among scenes which are
captured in the performative structure. In general, the activity represented by
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a performative structure can be depicted as a collection of multiple, concurrent
scenes. Agents navigate from scene to scene constrained by the rules defining the
relationships among scenes. In order to capture the relationship between scenes we
use a special type of scenes: transitions. The type of transition allows to express
agents synchronisation, choice points where agents can decide which path to follow
or parallelisation points where agents are sent to more than one scene. Transitions
can be regarded as a type of routers in the context of a performative structure.
Moreover, the very same agent can be possibly participating in multiple scenes at
the same time. Likewise, there may be multiple concurrent executions of a scene.
Therefore we must also consider whether the agents following the arcs from one
scene to another are allowed to start a new scene execution, whether they can
choose to join just one or a subset of the active scenes, or even join all the active
scenes.

A performative structure can be regarded as a network of scenes whose con-
nections are mediated by transitions that determine the role flow policy among
different scenes. That is, how agents depending on their role can move among the
different scenes and when new conversations can be started. Finally, an initial and
a final scene determine the entry and exit points of the institution respectively.

Agent actions in the context of an institution have consequences, usually
in the shape of compromises which impose obligations or restrictions on dialogic
actions of agents in the scenes wherein they are acting or will be acting in the
future. The purpose of normative rules is to affect the behaviour of agents by
imposing obligations or prohibitions. Notice that since we are considering dialogic
institutions the only actions we consider are the utterance of illocutions. Therefore,
we can refer to the utterance of an illocution within a scene or when a scene
execution is at a concrete state. The intuitive meaning of normative rules is that
if illocutions are uttered in the corresponding scene states, and some predefined
expressions are satisfied, then other illocutions satisfying other expressions must
be uttered in the corresponding scene states in order to fulfil the normative rule.

To summarise, the notions above picture the regulatory structure of an EI as
a “workflow” (performative structure) of multi-agent protocols (scenes) along with
a collection of (normative) rules that can be triggered off by agents’ actions (speech
acts). Notice too that the formalisation of an EI focuses on macro-level (societal)
aspects, instead of on micro-level (internal) aspects of agents.

3. Engineering Electronic Institutions

Next we detail the steps to be followed when engineering and subsequently execut-

ing institutions. These steps cover the engineering of both the institutional rules

and the participating agents. Thus, we propose the engineering of Els through the
following stages:

e Specification. Formal specification of the institutional rules. In other words,

a formal specification of Els concepts introduced in section 2. The result
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is a precise description of the kinds and order of messages that agents can
exchange, along with a collection of norms to regulate their actions.

o Verification. Once specified an institution, it should go through a verifica-
tion process before opening it to participating agents. This step is twofold.
There is a first verification process focusing on static, structural properties
of the EI specification. A second verification process follows concerned with
the expected dynamic properties of the EI. We advocate that the dynamic
verification of Els should be done by means of simulation, with the aim of ex-
ploring the institution performance with different populations of agents. The
institution designer should analyse the results of the simulation and eventu-
ally introduce changes in the specification if they differ from the expected
ones.

e Agent generation. Once the institution specification is validated, it can be
made available for agent participation. At this point, agent designers have to
implement their agents. We want to remark that we do not impose restrictions
on the type of agents that can participate in the institution. Hence, agent
designers can choose the language and architecture that better fulfill their
goals.

o Fxecution & Analysis. An EI defines a normative environment that shapes
agent interactions. As an institution will be populated at execution time by
heterogeneous and self-interested agents, we cannot expect that these agents
will behave according to the institutional rules encoded in the specification.
For this purpose, we advocate that the institution should be executed via an
infrastructure that facilitates agent participation, while enforcing the institu-
tional rules. Furthermore, it is important to give support to the monitoring
of EIs executions to detect agents’ misbehaviours and unexpected situations.

In order to facilitate the engineering of Els we have developed a set of software
tools that give support to all the above-mentioned steps. These tools are integrated
in the Electronic Institutions Integrated Development Environment (EIDE). EIDE
allows for engineering both the institutional rules and the participating agents.
EIDE is composed of the following tools:

ISLANDER: A graphical tool that supports the specification and static verifi-
cation of institutional rules.

SIMDEI: A simulation tool to animate and analyse ISLANDER specifications.
In other words, SIMDEI supports the dynamic verification of ISLANDER spec-
ifications.

aBUILDER: An agent development tool that, given an ISLANDER specifica-
tion from an EI, generates agent skeletons. The generated skeletons can be
used either for EI simulations supported by SIMDEI or for actual executions
of the institution supported by AMFELI.

AMELI: A software platform to run Els. The platform facilitates agent partic-
ipation in the institution while enforcing the institutional conventions. Elec-
tronic institutions specified with ISLANDER are run by AMFELI.
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Monitoring tool: A tool that permits the monitoring of EI executions run by
AMELI Tt graphically depicts all the events occurring during an EI execution.

In what follows we describe how the different EIDE tools are employed for
the engineering of Els. In order to illustrate how the different tools work, we use
the Double Auction Market.

4. Specification and Verification via ISLANDER

The specification and static verification of Els is supported by ISLANDER [7].
As to the specification of Els, the tool combines both graphical and textual spec-
ifications. More precisely, the tool permits the graphical specification of the roles
and their relationships, the scene protocols, and the performative structure. We
believe that graphical specifications facilitate the work of agent designers as they
are easier to create and to understand. In order to textually define the remain-
ing elements of a specification, the tool structures the way in which it has to be
introduced. Whenever possible, pop-down menus are used. This is used for fields
that contain references to other specified elements and for fields whose value is one
out of a predefined set. This facilitates the designer’s work because he has only to
select the element from a list and thus reduces typing errors.

ISLANDER supports the static verification of specifications by checking their
structural correctness. Thus, the tool carries out the following verifications:

e Integrity. The tool checks that cross references among the different elements
of the specification are correct. In other words, it checks that each element
which is referenced is actually defined.

e Liveness. It checks that agents will not be blocked at any point of the perfor-
mative structure, that each scene is reachable for each of its roles, and that
agents can always reach the final scene from each scene.

e Protocol Correctness. It checks that scene protocols are correctly specified.
That is, that each state of the graph is accessible from the initial state, that
a final state is reachable from each state and that the labels of the different
arcs are correctly specified according to the scene dialogical framework.

e Normative rules correctness. It checks that normative rules are specified
correctly and that agents can fulfill them. The later means that agents can
reach the scenes where they have to utter the illocutions for fulfilling each
normative rule.

Figure 1 depicts the graphical user interface of ISLANDER. The menus con-
tain the general operations of the application and they are similar to other ap-
plications. For instance, the file menu contains options to save the current spec-
ification, and open a new one, while the insert menu pemits the user to insert a
new EI component on the current specification. The tool bar contains icons for
a quick access to the operations. There is also a specific icon that activates the
verification process. On the project structure pane the user can see all the elements
and sub-elements that belong to the current specification ordered by category. It
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FIGURE 1. Islander GUI

permits the user to navigate among them. When he changes the selection the
other panes are modified appropriately in order to show the information of the
selected element or sub-element. The graph editor pane supports the edition of the
graphical components of Els, namely the edition of the graphical component of
performative structures, dialogical frameworks and scenes. The user can edit the
different graphs and modify them using the mouse. The graph editor pane is used
for the creation and modification of the graph topology while the textual infor-
mation associated to the graph is introduced and modified using the inspect pane.
For instance, the graph pane is used for adding a new node to the graph but the
name of the node is introduced using the inspect pane. Furthermore, the inspect
pane is used for the specification of the rest of the elements of an EI. Finally, the
verification message pane at the bottom of the figure, is used for showing the er-
rors when the user activates the verification of the current specification. Moreover,
ISLANDER allows the user to move to the element containing the error by simply
selecting the error message text. When a user selects an error all the panes of the
application are modified in order to show the element containing the error. Once
an EI has been specified and verified, the user can export the institution to XML,
employed at further stages of the development cycle.
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Summarising, ISLANDER supports the specification of Els, facilitating the
designer’s work by combining graphical and textual specifications. Furthermore,
the verification process permits checking the correctness of the specifications. The
result of this stage is a sound, unambiguous and correct specification of the insti-
tutional rules. In the next subsections we present the specification of the double
auction market using ISLANDER.

4.1. Specifying the Double Auction Market

4.1.1. Dialogical Framework. Figure 2 depicts the specification of the Double Auc-
tion Market dialogical framework. Notice that there are four different roles, namely:
tradeM gr, trader, buyer and seller. They are specified graphically using the graph
editor pane. In order to differentiate between the internal and external roles, in-
ternal roles are displayed in yellow, while external roles are displayed in brown.
Hence, we can see that there is only one internal role (tradeM gr), whereas there
are three external roles (trader, buyer and seller). The tradeMgr role will be
played by a staff agent in charge of the brokering service and in charge of start-
ing and realising the double auctions. The rest of the roles will be played by the
external agents entering the institution for buying and selling commodities.

Furthermore, there are also some relationships among roles. On the one hand,
the tradeM gr and the trader roles are incompatible (denoted by the ssd relation
in figure 2) meaning that agents cannot play both roles within the institution. On
the other hand, the trader role subsumes (denoted by the sub relation in figure 2)
the buyer and seller roles, meaning that agents authorised to play the trader role
can also play the buyer and seller roles.
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Finally, the specification contains the definition of the rest of the elements
of a dialogical framework, namely: the ontology, the content language and the
illocutionary particles. Concretely, the specification defines that the institution
ontology is the D AOntology, that the content language is PROLOG and that the
illocutionary particles are inform, failure and request.

4.1.2. Performative structure. Figure 3 shows the specification of the performative
structure of the Double auction market as shown by ISLANDER. Its activities are
represented by the meetingRoom scene, where traders are matched by the trade
manager based on their interests in commodities, and the tradeRoom scene, where
a Double auction is run to rule the trading. Observe that trading agents switch
their role to either buyer or seller when moving from the meetingRoom to the
tradeRoom. Notice too that while there is a sole execution of the meetingRoom
scene, multiple executions of the tradeRoom scene may occur, being dynamically
created depending on trading agents’ interests. Finally, the root scene and the
output scene represent the institution’s entry and exit points.

4.1.3. Double Auction Scene. Figure 4 depicts the specification of the double auc-
tion scene where commodities are traded following a double auction protocol. In
this protocol agents playing the buyer and seller roles have some time to submit
their offers, which are matched later on to decide which transactions are done.
The first issue to address when specifying a scene is the definition of the
roles that can participate in it and size of their populations. In this scene can
participate agents playing the trade M gr, buyer and seller roles. The scene requires
the participation of exactly one agent playing the tradeM gr role, while there are
no constraints on the number of agents playing the buyer and seller roles (zero
is the default value for the Maz field for a role meaning that there is no limit on
the number of agents that can participate playing the role). We can also observe
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that the dialogical framework, that will be used to construct the illocution schemes
labeling the arcs of the scene protocol, is the Double AuctionDF.

On the right part of the figure we can observe the specification of the scene
protocol introduced using the graph editor panel. The following labels are associ-
ated to the arcs:

1 inform(?s:seller, ?t:tradeMgr, offer(?offer))

2 inform(?b:buyer, ?t:tradeMgr, demand(?demand))
3 inform(?s:seller, ?t:tradeMgr, offer(?offer))

4 inform(?b:buyer, ?t:tradeMgr, demand(?demand))
5 [5000]

6 [5000]

7

inforn(?t:trade Mgr,all,performed_contracts(?contract))

The scene starts at its initial state w0 where buyers and sellers can start to
submit their offers, labels 1 and 2. Notice that after the first offer is made the
scene will evolve to state wl, where they can continue submitting offers, labels
3 and 4, until the timeout specified by label 5 expires making the scene evolve
to w3. Furthermore, the connection from w0 to w3 labeled also with a timeout
guarantees that the scene will not be blocked if there are no offers. Once at state
w3 the tradeM gr calculates the contracts matching buyers and sellers offers using
the rules of the double auction protocol. The scene concludes when the tradeM gr
announces the contracts, label 7, making the scene evolve to its final state w2.

Finally, in the figure it can be observed that buyer and seller agents can enter
the scene at states w0 and w1, while they can leave the scene at the states w0
and w2. Complementarily, the tradeM gr agents can enter the scene at w0 and
can leave it at w2.
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5. Dynamic verification via SIMDEI

While ISLANDER permits the static verification of Els, their dynamic verification
is done via simulation. The purpose of the simulation is to study the dynamic be-
haviour and performance of the specified institution under different circumstances.
For instance, in the case of the double auction the institution designer could sim-
ulate the performance of the system with different populations of buyer and seller
agents.

Simulations of Els can be run by means of the SIMDEI simulation tool that
we have developed over REPAST !. Before running the simulation institution
designers must develop different type of agents playing the different institution
roles. This process is partially supported by the aBUILDER tool as explained in
the next section. It is a task of the institution designers to develop types of agents,
as similar as possible to the ones that will populate the institution when it will
be open to external agents. Once agents have been developed simulations can be
executed thanks to the SIMDEI simulation tool to conduct what-if analysis. The
institution designer is in charge of analyzing the results of the simulations and
return to the specification stage if they differ from the expected ones.

6. Agent development via aBUILDER

Once the institution has been specified and verified, it is time for designing the
agents. Notice that within an institution we distinguish between the internal roles
played by the staff agents and the external roles played by the external agents.
Since staff agents are those in which the institution delegates their services and
duties, they are necessary for the correct execution of the institution. Thus, it is
a task of institution designers to develop them. On the contrary, external agents
playing the external roles must be developed by the parties that they will represent.
At this point we want to remark that we do not impose restrictions on the type
of agents which can participate in the institution. Agent designers can choose the
language and architecture that is better to fulfill their goals as well as they can
use any software tools that facilitate their work. Therefore, it is not mandatory
for them to use the aBUILDER tool.

Agent development is partially supported by the aBUILDER tool. Notice
that an EI specification defines what agents can do within the institution but it
does not define how agents must take their decisions. For instance, the specification
of the double auction market defines how and when buyer and seller agents can
submit their offers on the double auction scene, but it is a decision of every agent to
decide which offers to submit. Of course, this will depend on each agent preferences
and on their decision making mechanisms, which are probably different for each
agent. Given an EI specification aBUILDER allows for defining agent skeletons

Lhttp://repast.sourceforge.net
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that must be later on completed by agent designers with the decision making
mechanisms.

The current version of the aBUILDER tool permits to define agents composed
by tasks and behaviours. On the one hand, tasks define general activities for an
agent and each one can involve the participation in different scenes. On the other
hand, a behaviour defines what an agent will do within a scene. In other words, a
behaviour defines which information an agent stores from the received messages,
and which utterances it utters. Therefore, the tasks determine how agents will
be moving among the performative structure scenes, while the behaviours define
what agents will do within the different scenes.

In order to specify a task an agent designer has to define what the agent has
to do when leaving and entering scenes. On the one hand, it has to be specified
which scene to join next or which task to launch when the agent leaves a scene.
On the other hand, it has to be specified which behaviour to launch when the
agent enters the scene. In order to know the different scenes and the rest of the
institutional rules, the a BUILDER tool is capable of loading Els specification as
generated by ISLANDER.

Figure 5 depicts the graphic user interface of the a BUILDER tool to design
agents for the Double Auction market. We can see on the left part the agents
being defined. Notice that the tool permits the definition of multiple agents at the
same time. In this case, two types of agents are defined, namely: trader Agent and
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tradeM gr Agent. We can also observe the tasks and behaviours defined for each of
them. For instance, for the tradeMgr two tasks (M ainTask and TradeTask), and
two behaviours (M eetingRoom Per f and TradeRoomPer f) are defined. When a
user selects any of them, its information is shown and can be modified on the right
part of the aBUILDER graphic user interface. Concretely, in figure 5 the informa-
tion shown on the right part correspond to the MainTask of the tradeM gr Agent,
which is the task that will be executed when it will enter in the institution. It can
be observed that three actions are defined within this task. The first one defines
that the agent will go to the meetingRoom scene when leaving the root scene.
The second one defines that the MeetingRoom Per f behaviour will be launched
when entering the MeetingRoom scene. Finally, the third one specify that the
TradeTask task will be launched when leaving the MeetingRoom scene.

Once all the tasks and behaviours have been specified the tool permits the
generation of code standing for agent skeletons for the different types of agents. In
the current version the code is generated in JAVA. The generated code is capable to
navigate through the institution performative structure and scenes, launching the
specified tasks and behaviours at the defined points. However, they must be filled
up with the decision making mechanisms before to send them to the institution.

Summarising, given an EI specification the aBUILDER tool supports the
definition of different types of agents and the generation of agent skeletons.

7. Execution and Analysis

7.1. Execution via AMELI

As depicted in figure 6, our architecture is composed of the following layers:
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e Participating agent layer. The agents taking part in the institution.

e Social layer (AMELI). An infrastructure that mediates and facilitates agents’
interactions while enforcing the institutional rules.

e Communication layer. In charge of providing a reliable and orderly transport
service. The current implementation can either use JADE [1] or a publish-
subscribe event model as communication layer.

Notice that unlike approaches that allow agents to openly interact with their
peers via a communication layer, we advocate for the introduction of a social
layer (AMELI) which mediates agent interactions at run time. On the one hand,
AMELIprovides participating agents with information about the current execu-
tion. For instance, information about the participating agents within a scene exe-
cution. On the other hand, it enforces the institutional rules to the participating
agents. At this aim, AMELI keeps track of the execution state, and uses it along
with the institutional rules encoded in the specification to validate agents actions.

As we can observe in figure 6 AMFELI is composed of the following types of
agents:

o Institution Manager (IM). It is in charge of starting an EI, authorising agents
to enter the institution, as well as managing the creation of new scene exe-
cutions. It keeps information about all participants and all scene executions.
There is one institution manager per institution execution.

e Transition Manager (TM). It is in charge of managing a transition control-
ling agents’ movements towards scenes. There is one transition manager per
transition.

e Scene manager (SM). Responsible for governing a scene execution (one scene
manager per scene execution).

e Governor (G). Each one is devoted to mediating the participation of an agent
within the institution. There is one governor per participating agent.

Since external agents can only communicate with their governors, we can re-
gard AMELI as composed of two layers: a public layer, formed solely by governors;
and a private layer, formed by the rest of AMFELI agents, not directly accessible to
external agents. Furthermore, all these agents collaborate to guarantee the correct
evolution of an EI execuution.

Finally we want to outline the main features of our architecture:

e Domain independent AMFELI can be used for the deployment of any speci-
fied institution without any extra coding. For this purpose, agents compos-
ing AMFELI load institution specifications as XML documents generated by
ISLANDER. Thus, the implementation impact of introducing institutional
changes amounts to the loading of a new (XML-encoded) specification.

e Agent-architecture neutral Participating agents are only required to be ca-
pable of opening a communication channel with their governors.

e Scalable When employing JADE, the agents composing AMFELI can be read-
ily distributed among different machines
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FIGURE 7. Double auction market monitoring

e Communication neutral Participating agents regard our architecture as com-
munication neutral since they are not affected by changes in the communi-
cation layer.

The execution of an EI starts with the creation of an Institution Manager.
Once up, the institution manager activates the initial and final scenes launching
a scene manager for them. Thereafter, external agents can begin submitting to
the institution manager their requests to join the institution. When an agent is
authorised to join the institution, it is connected to a governor and admitted
into the initial scene. From there on, agents can move around the different scene
executions or start new ones according to the EI specification and the current
execution state.

7.2. Execution Monitoring

An EI execution can be monitored thanks to the monitoring tool that depicts
graphically all the events occurring at run time. Fairness, trust and accountability
are the main motivations for the development of a monitoring tool that registers
all interactions in a given enactment of an electronic institution [15, 19]. Giving
accountability information to the participants increases their trust in the institu-
tion. This is specially important for electronic institutions where people delegate
their tasks to agents. Furthermore, the tool permits them to analyse their agent(s)
behaviour within the institution in order to improve it. From the point of view
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of the institution designers, the tool is useful for testing the system and the staff
agents before making the institution available to external agents. Furthermore,
when the institution is running it can be used to detect unexpected situations and
fraudulent behaviours of external agents.

The monitoring tool displays all the interactions occurring in the different
scene and transition executions, along with agents’ movements among scenes. Fig-
ure 7 shows the monitoring of an execution of the Double Auction market. Frame
1 contains a list of the institution’s scenes and transitions along with their execu-
tions. The list includes a single execution of the meetingRoom scene (id 5) at state
W1. Furthermore, there are two different executions of the tradeRoom scene: one
ongoing execution (id 50 at the initial state), and a finished one (id 34). The figure
shows that while five agents (a trade manager —tradeMgr, two buyers, and two
sellers) have participated in scene execution 34, a single agent (a trade manager)
is waiting for buyers and sellers to join in scene execution 50. According to sec-
tion 7.1, there is a scene manager agent per ongoing scene execution (e.g. id 5, 50).
Besides, no scene manager agent is required any longer for scene execution 34 since
it is finished. Furthermore, there is one transition manager agent per transition.
Frame 2 depicts the events occurring during scene execution 34: agents’ entrance
(e.g. label 4), the utterance of valid (e.g. label 6) and wrong (e.g. label 5) illocu-
tions, transitions caused by timeouts (e.g. label 7), agents’ exit (e.g. label 8). We
must remind the reader that the coordinated activity of the scene manager of the
scene execution and the participating agents’ governors guarantee that all these
events abide by the scene specification. To illustrate the control of AMFELI agents,
frame 3 visualises an illocution rejected because a constraint in the specification
is violated when buyer BIG Wire attempts at submitting a demand of 0 units at
18 EUR. Since the scene manager evaluates the illocution as not valid, BIG Wire
is informed by its governor about the failed action.

Finally we wan to remark that the tool also allows for the monitoring of the
participation of an agent within the institution. In this case, it shows the scenes
in which the agent has taken part, along with the messages that it has exchanged.

8. Related Work

Recently, a number of MAS methodologies —e.g. GAIA [26], Tropos [9], or [23]
to name a few— have been proposed. Most MAS methodologies are based on
strong agent-oriented foundations, however, while offering original contributions
at the design level, they tend to be unsatisfactory on a development level be-
cause of the lack of support to their design and implementation. Furthermore,
most MAS methodologies are agent-centered rather than community or socially-
centered, hence focus more on the internal aspects of agent functionality than on
the interaction aspects.
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There are some agent infrastructures such as DARPA COABS [3] and FIPA
compliant platforms such as JADE [1] that deal with many issues that are es-
sential for open agent interactions —communication, identification, synchroniza-
tion, matchmaking— that can be used as building blocks for the development of
open multi-agent systems. These building blocks are arguably too distant from
organisation-centered patterns or social structures.

A different —and interesting— approach to a unified MAS development
framework are the protocol-centered approaches. The proposal by Hanachi [2] al-
lows for specifications of interaction protocols that need to be subsequently com-
piled into a sort of executable protocol brokers called moderators. In Tropos, the
specifications are transformed into agent skeletons that must be extended with
code, similar to the aBUILDER tool presented here. However, at execution time
there is no mechanism to ensure that agents follow the specification of the system.

Although some proposals agree on the need of adopting a social stance, as
far as we can tell the formal definition of organization-centered patterns and social
structures in general, along with their computational realization, remain largely
undeveloped (as noted in [26]).

In addition to these infrastructures and methodologies just mentioned, some
agent research has focused on the introduction of social concepts such as organiza-
tions (e.g. [18],[5]),or institutions (e.g. [25]), [14], [13]). Nonetheless, to the best of
our knowledge there are no tools supporting their computational realization, nor
a proper engineering methodology directly associated with them.

A promising line of work is the one adopted by Omicini and Castelfranchi
(e.g. [17]). It postulates some significant similarities with our EI approach: focus
on the social aspects of the interactions, a unified metaphor that prevails along
the development cycle, and the construction of tools to implement methodological
ideas. They discuss coordination artifacts and propose to develop them as devices
to wrap agents so that their interactions in a given MAS are subject to that
MAS protocol and keep an accurate picture of the interaction context?. While
their proposal mentions other conceptual design levels —and, consequently, other
devices— the actual development of the methodology and the associated tools
appears to be still rather tentative.

Finally, we believe that the most similar approach to ours is the one taken in
[24], where the authors take a declarative stance to specify both Els and their par-
ticipating agents. Thus, Vasconcelos et al. propose a declarative means to represent
EIs whereby they can carry out automatic checks for desirable properties. They
also show how to exploit an EI specification to synthesise agents that conform to
the specification.

2These coordination artifacts are essentially what we call governors.
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9. Conclusions

In this chapter we have presented a technology that we have developed to address
the challenges of building open multi-agent systems. We do not claim to be deal-
ing with open systems in their full complexity, but rather addressing a restricted
—albeit significant enough— type of openness: that present in interactions that
involve autonomous, independent entities that are willing to conform to a com-
mon, explicit, set of interaction conventions. We will call these a-open systems>.
We argue that this type of multi-agent systems can be effectively designed and
developed as electronic institutions. Similarly, to human institutions in human so-
cieties, Els define the rules of the game in agent societies, establishing what agents
are permitted and forbidden to do. In other word, an EI structures the valid in-
teractions that agents may have as well as defining the consequences of those
interactions. Therefore, an EI defines a normative environment that constraints
agents interactions at run time.

In order to cope with the complexity of engineering Els, we early identified
the importance of developing software tools which give support to their design,
development and subsequent execution. Therefore, through this paper we have
presented an Electronic Institutions Integrated Development Environment (EIDE)
that supports the engineering of Els. Through the paper we have presented the
different tools that compose EIDE, and we have illustrated how they work us-
ing as an example the Double Auction Market. Notice, that we advocate that
Els engineering must start with a formal specification of the institutional rules
supported by ISLANDER. The result is a sound and unambiguos definition of
the institutional rules. Furthermore, ISLANDER also supports the static verifi-
cation of specifications, while dynamic verification is done via simulation using
the SIMDEI tool. Although, we do not impose constraints on the type of agents
that can partcipate in an EI, their design and development is partially suppported
by the aBUILDER tool. Finally, Els can be executed thanks to AMFELI, which
facilitates agent participation within an EI, while enforcing the institutional rules.
A main feature of AMFELI is that it can be used for the execution of any specified
instituion without any extra coding. Furthermore, EI executions can be monitored
using the monitoring tool. To conclude, we want to point out that EIDE has proven
to be highly valuable in the development of actual-world e-commerce applications
such as the Multi-Agent System for Fish Trading (MASFIT) [4].

For further information and software downloads, the interested reader should
refer to http://e-institutions.iiia.csic.es.
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Information about Software
Software is available on the Internet as

(X) prototype version

() full fledged software (freeware), version no.:
() full fledged software (for money), version no.:
() Demo/trial version

() not (yet) available

Internet address: http://e-institutions.iiia.csic.es
Description of software:

The electronic institutions development environment (EIDE) is a set of tools
aimed at supporting the engineering of intelligent distributed applications as elec-
tronic institutions. Software agents appear as the key enabler technology behind
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the electronic institutions vision. Thus, electronic institutions encapsulate the co-
ordination mechanisms that mediate the interactions among software agents repre-
senting different business parties. The EIDE allows for engineering both electronic
institutions and their participating software agents. Notably, the EIDE moves away
from machine-oriented views of programming toward organizational-inspired con-
cepts that more closely reflect the way in which we may understand distributed
applications. It supports a top-down engineering approach: firstly the organization,
secondly the individuals. The EIDE is composed of:

ISLANDER.: A graphical tool that supports the specification of the rules and
protocols in an electronic institution.

AMELL.: Software platform to run electronic institutions. Once an electronic
institution is specified with ISLANDER is ready to be run by AMELI without
any programming.

aBUILDER.: Agent development tool.

SIMDEI.: Simulation tool to animate and analyze specifications created with
ISLANDER prior to the deployment stage.

Download address: http://e-institutions.iiia.csic.es
Contact point for question about the software:
email: eide@iiia.csic.es
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